Viết chương trình nhập vào 2 số nguyên a, b. Tính tổng các số chẵn trong đoạn [a, b] hoặc [b, a]

Input:

a b trên cùng một dòng, cách nhau dấu cách.

Ví dụ: 5 12 hoặc 30 -8

Output:

Tổng các số chẵn tìm được. Ví dụ: 30

Constrains:

các biến kiểu nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 1 | 20 |

Answer:

a, b = [int(so) for so in input().split()]

if a > b:

i = a

a = b

b = i

tong = 0

for so in range(a, b+1):

if so %2 == 0:

tong += so

print(tong)

Viết chương trình nhập vào 2 số nguyên a, b. Tính trung bình cộng các số chẵn trong đoạn [a, b] hoặc [b, a].

Input:

a b trên cùng một dòng, cách nhau dấu cách.

Ví dụ: 5 12 hoặc 30 -8

Output:

Trung bình cộng các số chẵn tìm được với độ chính xác 2 chữ số thập phân. Ví dụ: 30.00

Constrains:

+ các biến a, b kiểu nguyên.

+ trung bình cộng có độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 1 | 5.00 |

Answer:

a, b = [int(so) for so in input().split()]

if a > b:

i = a

a = b

b = i

tong = 0

count = 0

for so in range(a, b+1):

if so %2 == 0:

tong += so

count += 1

tbc = tong / count

print('{:.2f}'.format(tbc))

Viết chương trình nhập vào 4 số nguyên a, b, x, y. Tính trung bình cộng các số chẵn trong đoạn [a, b], hoặc [b, a], tính trung bình cộng các số lẻ trong đoạn [x, y], hoặc [y, x].

Input:

- a, b trên cùng một dòng, cách nhau dấu cách.

- x, y trên cùng một dòng, cách nhau dấu cách.

Ví dụ:

5 12

30 -8

Output:

Dòng 1: Trung bình cộng các số chẵn tìm được hoặc "NO" nếu không tính được.

Dòng 1: Trung bình cộng các số lẻ tìm được hoặc "NO" nếu không tính được.

Ví dụ:

30.00

NO

Constrains:

+ các biến a, b, x, y kiểu nguyên.

+ trung bình cộng có độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 1  88 88 | 5.00  NO |

Answer:

a, b = [int(num\_ab) for num\_ab in input().split()]

x, y = [int(num\_xy) for num\_xy in input().split()]

if x > y:

z = x

x = y

y = z

if a > b:

c = a

a = b

b = c

tong\_ab = 0

count\_ab = 0

for num\_ab in range(a, b+1):

if num\_ab %2 == 0:

tong\_ab += num\_ab

count\_ab += 1

if count\_ab == 0:

print('NO')

else:

tbc\_ab = tong\_ab / count\_ab

print('{:.2f}'.format(tbc\_ab))

tong\_xy = 0

count\_xy = 0

for num\_xy in range(x, y+1):

if num\_xy %2 != 0:

tong\_xy += num\_xy

count\_xy += 1

if count\_xy == 0:

print('NO')

else:

tbc\_xy = tong\_xy / count\_xy

print('{:.2f}'.format(tbc\_xy))

Nhập một số nguyên chỉ điểm ở thang 10.

In ra xếp loại dựa trên điểm như sau:

* Nếu điểm từ 0~3 in ra **Kem**
* Nếu là 4 in ra **Yeu**
* Nếu từ 5~6 in ra **TB**
* Nếu từ 7~8 in ra **Kha**
* Nếu từ 9~10 in ra **Gioi**
* Nếu điểm không thuộc phạm vi nào bên trên thì in ra **Error**

**Input Format**

* Một số nguyên chỉ điểm (**d**) theo thang 10.

**Constraints**

* 0 <= **d** <= 10

**Output Format**

* In ra một trong các phân loại: **Kem**, **Yeu**, **TB**, **Kha**, **Gioi**
* Hoặc in ra thông báo lỗi: **Error**
* In đúng chữ hoa thường, không in thêm bất kì kí tự nào khác.

Answer:

d = int(input())

if 0 <= d <= 10 :

if 0 <= d <= 3:

print('Kem')

if d == 4:

print('Yeu')

if 5 <= d <= 6:

print('TB')

if 7 <= d <= 8:

print('Kha')

if 9 <= d <= 10:

print('Gioi')

else:

print('Error')

Viết chương trình thực hiện:

* Nhập hai số nguyên cách nhau bởi dấu cách.
* In ra bảng cửu chương trong phạm vi hai số đó.

**Input Format**

* Hai số nguyên dương **a**, **b** cách nhau đúng một dấu cách.

**Constraints**

* 1 <= **a**,**b** <= 9

**Output Format**

* Mỗi phép nhân in trên 1 dòng, trên dòng không có dấu cách.
* Phép nhân đầu tiên và cuối cùng lần lượt là nhân với 1 và nhân với 9.
* Sau phép nhân (dòng) cuối cùng là 1 dòng trống.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 2 3 | 2x1=2  2x2=4  2x3=6  2x4=8  2x5=10  2x6=12  2x7=14  2x8=16  2x9=18  3x1=3  3x2=6  3x3=9  3x4=12  3x5=15  3x6=18  3x7=21  3x8=24  3x9=27 |

Answer:

a, b = [int(x) for x in input().split()]

for i in range(a,b+1):

for j in range(1, 10):

print("{}x{}={}".format(i,j,i\*j))

Nhập 1 số nguyên dương **n** chỉ độ dài cạnh hình tam tác.

In ra hình tam giác gồm các kí tự \* với độ dài 3 cạnh là **n**, cụ thể như sau:

* Dòng 1: in ra (n-1) kí tự ⎵ và (1) cặp kí tự \*⎵
* Dòng 2: in ra (n-2) kí tự ⎵ và (2) cặp kí tự \*⎵
* ...
* Dòng n: in ra (0) kí tự ⎵ và (n) cặp kí tự \*⎵
* Sau dòng cuối dùng (dòng n) là 1 dòng trống

Với ⎵ là kí tự trắng.

**Input Format**

Một số nguyên dương. Vd: 6

**Constraints**

Không có.

**Output Format**

Như mô trả trên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 | \*  \* \*  \* \* \*  \* \* \* \*  \* \* \* \* \*  \* \* \* \* \* \* |

Answer:

n=int(input())

for i in range(1, n+1):

for j in range(1, n-i+1):

print(" ", end='')

for k in range(1, i+1):

print("\* ", end='')

print("\n", end='')

Cho một dãy số nguyên. Hãy chia dãy thành hai phần: phần bên trái gồm các số âm sắp xếp theo thứ tự giảm dần, phần bên phải gồm các số không âm sắp xếp theo thứ tự tăng dần.

* Đầu vào: Dãy các số nguyên cách nhau bởi dấu cách
* Đầu ra: Dãy sau khi đã sắp xếp

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5 3 2 -1 -4 0 | -1 -4 0 2 3 5 |

Answer:

n = input().split()

a = []

b = []

for i in range(0,len(n)):

if(int(n[i])<0):

a.append(n[i])

else:

b.append(n[i])

def sapxep(t):

for i in range(0,len(t)):

for j in range(i,len(t)):

if(t[i]>t[j]):

tg = t[i]

t[i] = t[j]

t[j] = tg

return t

sapxep(a)

sapxep(b)

c = a+b

for i in range(0,len(c)):

print(c[i],end=' ')

Bảng cửu chương khuyết là bảng cửu chương mà với mỗi số a chỉ có các phép nhân với các số không nhỏ hơn a (Xem ví dụ). Viết chương trình thực hiện:

* Nhập hai số nguyên cách nhau bởi dấu cách.
* In ra bảng cửu chương trong phạm vi hai số đó.

**Input Format**

* Hai số nguyên dương **a**, **b** cách nhau đúng một dấu cách.

**Constraints**

* 1 <= **a**, **b** <= 9

**Output Format (in ra bảng cửu chương dạng khuyết)**

* Mỗi phép nhân in trên 1 dòng, trên dòng không có dấu cách.
* Sau phép nhân (dòng) cuối cùng là 1 dòng trống.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 2 3 | 2x2=4  2x3=6  2x4=8  2x5=10  2x6=12  2x7=14  2x8=16  2x9=18  3x3=9  3x4=12  3x5=15  3x6=18  3x7=21  3x8=24  3x9=27 |

Answer:

a,b=[int(n) for n in input().split()]

for i in range(a,b+1,1):

for j in range(i,10,1):

print(str(i)+"x"+str(j)+"="+str(i\*j))

Nhập vào một số nguyên dương **n**. In **n** năm nhuận tiếp theo sau năm nhuận gần nhất là 2016. Năm nhuận là năm thỏa mãn a) hoặc b)

a) Nó lặp lại 4 năm 1 lần, nhưng không lặp lại mỗi 100 năm. (chia hết cho 4 nhưng không chia hết cho 100)

b) Năm nhuận cũng lặp lại mỗi 400 năm. (chia hết cho 400)

**Input Format**

* Một số nguyên dương - **n**.

**Constraints**

* **n** > 0

**Output Format**

* In **n** năm nhuận sau năm 2016 trên 1 dòng, cách nhau 1 dấu cách.

**For example:**

| **Test** | **Input** | **Result** |
| --- | --- | --- |
| 5 | 5 | 2020 2024 2028 2032 2036 |

Answer:

n = int(input())

def nam\_nhuan(n):

nam = 2016

ket\_qua = []

while len(ket\_qua) < n:

nam += 4

if nam % 400 == 0:

ket\_qua.append(nam)

continue

if nam % 100 != 0:

ket\_qua.append(nam)

continue

return ket\_qua

print(' '.join([str(x) for x in nam\_nhuan(n)]))

Viết chương trình giải hệ phương trình bậc nhất 2 ẩn

a1x+b1y=c1

a2x+b2y=c2

Input: Các hệ số a1, b1, c1 và a2, b2, c2 cách nhau dấu cách, trên 2 dòng. Ví dụ:

2 3 4

7 8 9

Output: Nếu có nghiệm thì in ra nghiệm x, y cách nhau dấu cách, các nghiệm có độ chính xác 5 chữ số thập phân. Ví dụ: -1.12345 2.12345

Nếu vô nghiệm in ra chuỗi VN

Nếu vô số nghiệm in ra chuỗi VSN

Constraints: các hệ số và các nghiệm kiểu float

**For example:**

| **Input** | **Result** |
| --- | --- |
| -425.000000 -54.000000 -236.000000  -337.000000 143.000000 -306.000000 | 0.63657 -0.63969 |

Answer:

a1, b1, c1 = [float(x) for x in input().split()]

a2, b2, c2 = [float(x) for x in input().split()]

D = a1\*b2 - a2\*b1

Dx = c1\*b2 - c2\*b1

Dy = a1\*c2 - a2\*c1

if D == 0:

if Dx == Dy == 0:

print('VSN')

else:

print('VN')

else:

x = Dx/D

y = Dy/D

print('{0:.5f} {1:.5f}'.format(x, y))

Viết chương trình nhập vào 3 số nguyên a, b, c. Tìm ước số chung lớn nhất của 3 số trên nếu chúng là các số nguyên dương. Nếu không, thông báo "DL sai."

Input: a, b, c là số nguyên cách nhau dấu cách.

Output: Ước số chung lớn nhất của a, b, c, hoặc thông báo "DL sai."

Constrains: các số kiểu int

**For example:**

| **Input** | **Result** |
| --- | --- |
| 18 34 86 | 2 |

Answer:

a, b, c = [int(x) for x in input().split()]

def ucln(a, b):

if b == 0:

return a

return ucln(b, a % b)

if a <= 0 or b <= 0 or c <= 0:

print("DL sai.")

else:

print(ucln(ucln(a, b), c))

Nhập vào 3 số thực a, b, c. Hãy kiểm tra xem 3 số thực trên có tạo thành 3 cạnh của tam giác hay ko? Nếu có tính và in ra chu vi, diện tích tam giác. Nếu không thông báo "DL sai"

Input:

- a, b, c cách nhau dấu cách.

Output:

- In ra thông báo "DL Sai" hoặc in ra:

- Dòng 1: "Dien tich tam giac: X"

- Dòng 2: "Chu vi tam giac: Y"

Với X, Y là diện tích, chu vi của tam giác.

Constraints:

- các giá trị là số thực, độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| -459.00 -33.00 -166.00 | DL Sai |

Answer:

from math import \*

from math import sqrt

a,b,c= [float(x) for x in input().split()]

if (a+b>=c) and (b+c>=a) and (a+c>=b):

cv= a+b+c

p=(a+b+c)/2

s=sqrt(p\*(p-a)\*(p-b)\*(p-c))

print ("Dien tich tam giac: ", "{:.2f}".format(s))

print ("Chu vi tam giac: ", "{:.2f}".format(cv))

else:

print ("DL Sai")

Viết chương trình nhập vào một mảng các số nguyên. Sắp xếp tăng dần các phần tử lẻ trong mảng. Các phần tử chẵn không thay đổi vị trí ban đầu.

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số nguyên cách nhau dấu cách.

Output:

+ Dòng thứ nhất in ra số phần tử của mảng (N)

+ Dòng thứ hai in ra các phần tử của mảng kết quả cách nhau dấu cách.

Constrains:

+ Các phần tử trong mảng là các số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 11  169 228 108 212 214 205 145 31 77 211 241 | 11  31 228 108 212 214 77 145 169 205 211 241 |

Answer:

a = int(input())

list = [int(x) for x in input().split()]

def sort(list):

for i in range(len(list) - 1):

if list[i] % 2 == 0:

continue

for j in range(i, len(list)):

if list[j] % 2 == 0:

continue

if list[i] > list[j]:

temp = list[i]

list[i] = list[j]

list[j] = temp

return list

print(a)

print(' '.join(str(x) for x in sort(list)))

Viết chương trình nhập vào một mảng các số nguyên. Sắp xếp tăng dần các phần tử chẵn trong mảng. Các phần tử lẻ không thay đổi vị trí ban đầu.

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số nguyên cách nhau dấu cách.

Output:

+ Dòng thứ nhất in ra số phần tử của mảng (N)

+ Dòng thứ hai in ra các phần tử của mảng kết quả cách nhau dấu cách.

Constrains:

+ Các phần tử trong mảng là các số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 11  169 224 228 108 212 205 214 145 77 211 241 | 11  169 108 212 214 224 205 228 145 77 211 241 |

Answer:

a = int(input())

list = [int(x) for x in input().split()]

def sort(list):

for i in range(len(list) - 1):

if list[i] % 2 != 0:

continue

for j in range(i, len(list)):

if list[j] % 2 != 0:

continue

if list[i] > list[j]:

temp = list[i]

list[i] = list[j]

list[j] = temp

return list

print(a)

print(' '.join(str(x) for x in sort(list)))

Viết hàm nhập vào mảng gồm n số thực, hàm in mảng đó ra màn hình.

Viết chương trình nhập và in ra một mảng các số thực có sử dụng hàm ở trên.

Input:

Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

Dòng thứ hai nhập vào N số thực cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Output:

Dòng thứ nhất in ra thông báo "Mang ban dau"

Dòng thứ 2 in ra số phần tử của mảng (N)

Dòng thứ 3 in ra các phần tử của mảng cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Constrains:

N kiểu số nguyên

Mảng kiểu số thực

**For example:**

| **Input** | **Result** |
| --- | --- |
| 7  756.000 165.000 263.000 -33.000 548.000 689.000 350.000 | Mang ban dau  7  756.000 165.000 263.000 -33.000 548.000 689.000 350.000 |

Answer:

def nhap\_mang():

a = int(input())

mang = [float(x) for x in input().split()]

return a, mang

def in\_mang(a, mang):

print('Mang ban dau')

print(a)

print(' '.join('{:.3f}'.format(x) for x in mang))

a, mang = nhap\_mang()

in\_mang(a, mang)

Viết các hàm nhập vào mảng gồm n số thực, in ra mảng, sắp xếp mảng số thực tăng dần.

Viết chương trình (sử dụng các hàm trên) thực hiện nhập, sắp xếp mảng và in kết quả ra màn hình.

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số thực cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Output:

+ Dòng thứ nhất in ra thông báo "Mang sap xep"

+ Dòng thứ hai in ra các phần tử của mảng đã được sắp xếp, cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Constrains: Các phần tử trong mảng là các số thực, độ chính xác 3 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  302.000 744.000 -302.000 744.000 32.000 | Mang sap xep  -302.000 32.000 302.000 744.000 744.000 |

Answer:

def nhap\_mang():

a = int(input())

mang = [float(x) for x in input().split()]

return a, mang

def in\_mang(a, mang):

print('Mang sap xep')

print(' '.join('{:.3f}'.format(x) for x in sorted(mang)))

a, mang = nhap\_mang()

in\_mang(a, mang)

Viết các hàm nhập vào mảng gồm n số thực, hàm in mảng đó ra màn hình, sắp xếp mảng số thực tăng dần.

Sử dụng các hàm ở trên viết chương trình nhập vào một mảng gồm N số thực, sắp xếp và in ra kết quả ra màn hình.

Input:

Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

Dòng thứ hai nhập vào N số thực cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Output:

+ Dòng thứ nhất in ra số phần tử của mảng (N)

+ Dòng thứ hai in ra các phần tử của mảng đã được sắp xếp, cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Constrains: Các phần tử trong mảng là các số thực, độ chính xác 3 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  302.000 744.000 -302.000 744.000 32.000 | 5  -302.000 32.000 302.000 744.000 744.000 |

Answer:

def nhap\_mang():

a = int(input())

mang = [float(x) for x in input().split()]

return a, mang

def in\_mang(a, mang):

print(a)

print(' '.join('{:.3f}'.format(x) for x in sorted(mang)))

a, mang = nhap\_mang()

in\_mang(a, mang)

Viết các hàm nhập vào mảng gồm n số thực, hàm tìm vị trí phần tử lớn nhất trong mảng. Nếu có nhiều hơn một phần tử lớn nhất thì lấy phần tử có vị trí nhỏ nhất.

Sử dụng các hàm ở trên viết chương trình nhập một mảng các số thực. Sau đó in ra vị trí và giá trị phần tử lớn nhất trong mảng.

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số thực cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

Output:

+ In ra thông báo "Phan tu lon nhat co vi tri x, co gia tri y"

Trong đó: x, y là vị trí và giá trị của phần tử lớn nhất trong mảng.

Constrains: Các phần tử trong mảng là các số thực, độ chính xác 3 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  302.000 744.000 -302.000 744.000 32.000 | Phan tu lon nhat co vi tri 1, co gia tri 744.000 |

Answer:

def nhap():

a = int(input())

array = [float(x) for x in input().split()]

return a, array

def vitricuamax(array: list):

gia\_tri\_max = max(array)

po\_max = array.index(gia\_tri\_max)

print('Phan tu lon nhat co vi tri {0}, co gia tri {1:.3f}'.format(

po\_max, gia\_tri\_max))

n, array = nhap()

vitricuamax(array)

Viết chương trình nhập vào một chuỗi ký tự. In ra số lần xuất hiện từng ký tự trong chuỗi.

Input: Chuỗi ký tự không bao gồm các ký tự điều khiển.

Output: Gồm nhiều dòng, mỗi dòng in ra X: Y

Trong đó: X là ký tự, Y là số lần xuất hiện của X trong chuỗi ban đầu. Thứ tự in ra tuân theo mã ASCII của ký tự.

Constrains: Chuỗi ký tự không bao gồm các ký tự điều khiển, có độ dài không quá 100.

Ví dụ:

Input: Chao Cac Ban

Output:

 : 2 //dấu cách xuất hiện 2 lần

B: 1

C: 2

a: 3

c: 1

h: 1

n: 1

o: 1

**For example:**

| **Input** | **Result** |
| --- | --- |
| Chao Cac Ban | : 2  B: 1  C: 2  a: 3  c: 1  h: 1  n: 1  o: 1 |

Answer:

string = input()

string\_arr = [x for x in string]

count\_table = dict.fromkeys(string\_arr, 0)

for char in string\_arr:

if char in count\_table:

count\_table[char] += 1

for item in sorted(count\_table.items()):

print('{}: {}'.format(item[0], item[1]))

Viết chương trình nhập vào một chuỗi gồm các chữ cái và dấu cách. Chuẩn hóa chuỗi vừa nhập thành dạng tên riêng.

Input: chuỗi ký tự bao gồm chữ cái, dấu cách.

Output: chuỗi ký tự ở dạng tên riêng.

Constrains: chuỗi ký tự chỉ chứa các chữ cái, dấu cách, độ dài không quá 255.

**For example:**

| **Input** | **Result** |
| --- | --- |
| NGuyen VAn AnH | Nguyen Van Anh |

Answer:

rr = input().split()

tenr = []

for i in rr:

ten =""

for n in i:

if n.isalpha():

ten = ten + n

ten = ten.lower()

ten = ten.capitalize()

if ten.isalpha():

tenr.append(ten)

print(" ".join(tenr))

Viết chương trình nhập vào một chuỗi ký tự chỉ gồm chữ cái, chữ số. Nếu các chữ cái, chữ số trong chuỗi xuất hiện nhiều hơn một lần thì xóa ở lần xuất hiện thứ 2, 3, ... In chuỗi kết quả ra màn hình.

Input: chuỗi ký tự có độ dài <=100.

Output: in ra chuỗi ký tự sao cho mỗi ký tự chỉ xuất hiện không quá một lần.

Constrains: chuỗi ký tự chỉ chứa chữ cái, chữ số, độ dài không quá 100.

**For example:**

| **Input** | **Result** |
| --- | --- |
| Chaocacbansinhvien | Chaocbnsive |

Answer:

string = input()

out = ''

for char in string:

if char not in out:

out += char

print(out)

Viết chương trình nhập vào 2 số nguyên a, b. In ra các số nguyên tố trong đoạn [a, b] nếu a<=b hoặc ngược lại. Nếu trong đoạn này không có số nguyên tố thì in ra thông báo "Khong co". Biết số nguyên tố là số nguyên dương >=2 và chỉ chia hết cho 1 và chính nó.

Input: a, b là số nguyên cách nhau dấu cách.

Output: các số nguyên tố tìm được viết trên một dòng, cách nhau dấu cách. Hoặc thông báo "Khong co".

Constrains: các số kiểu int

Example 1:

+ Input: -9 1

+ Output: Khong co

Example 2:

+ Input:  10 3

+ Output: 3 5 7

Example 3:

+ Input: 3 10

+ Output: 3 5 7

**For example:**

| **Input** | **Result** |
| --- | --- |
| -9 -33 | Khong co |
| 18 28 | 19 23 |

Answer:

a, b= [int(x) for x in input().split()]

if a > b:

j = a

a = b

b = j

def kiemtra(n):

if n <= 1:

return False

for i in range(2, int(n/2)+1):

if n % i == 0 :

return False

return True

dem = 0

for i in range(a, b+1):

if kiemtra(i) == True:

print(i, end=" ")

dem = dem + 1

if dem == 0:

print("Khong co")

Cho một dãy số tự nhiên a và một số nguyên b. Viết chương trình tìm số lớn nhất chia hết cho b.

* Input: Mỗi test bao gồm hai dòng. Dòng đầu tiên là dãy a, các phần tử cách nhau bởi một khoảng trắng. Dòng thứ hai chứa số b.
* Output: Số lớn nhất chia hết cho b, hoặc 0 (nếu không tìm thấy số nào chia hết cho b)

**For example:**

| **Test** | **Input** | **Result** |
| --- | --- | --- |
| 1 | 1 3 8 4 9 2 10  2 | 10 |

Answer:

mang = [int(x) for x in input().split()]

a = int(input())

out = 0

for so in mang:

if so % a == 0 and so > out:

out = so

print(out)

Cho một số nguyên n, hãy viết chương trình kiểm tra xem n có chia hết cho 3 không?

* Đầu vào: số n
* Đầu ra: 'true' nếu n chia hết cho 3, 'false' nếu ngược lại.
* Ràng buộc: 10−100≤n≤1010010−100≤n≤10100

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 | true |
| -7 | false |

Answer:

n = int(input())

if n % 3 == 0:

print ("true")

else:

print ("false")

Viết chương trình nhập vào 2 số nguyên a, b. Tính tổng các số lẻ trong đoạn [a, b] hoặc [b, a]

Input:

a b trên cùng một dòng, cách nhau dấu cách.

Ví dụ: 5 12 hoặc 30 -8

Output:

Tổng các số lẻ tìm được. Ví dụ: 30

Constrains:

các biến kiểu nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 1 | 25 |

Answer:

a, b = [int(so) for so in input().split()]

if a > b:

i = a

a = b

b = i

tong = 0

for so in range(a, b+1):

if so %2 != 0:

tong += so

print(tong)

Viết chương trình giải phương trình (pt) ax+b=0.

Với **a**, **b** là hai số thực nhập từ bàn phím.

**Input Format**

* Hai số thực cách nhau dấu 1 cách.

**Constraints**

* Không có.

**Output Format**

* Nếu pt vô nghiệm, in ra **VN**.
* Nếu pt có 1 nghiệm, in ra nghiệm ở định dạng số thực với độ chính xác 2 chữ số sau dấu chấm thập phân.
* Nếu pt có vô số nghiệm, in ra **VSN**.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 1.00 2.00 | -2.00 |

Answer:

a, b = [float(x) for x in input().split()]

if a == 0:

if b == 0:

print("VSN")

else:

print("VN")

else:

c= -b / a

print('{0:.2f}'.format(c))

Viết chương trình nhập vào 4 số nguyên a, b, x, y. Tính trung bình cộng các số chẵn trong đoạn [a, b], hoặc [b, a], tính trung bình cộng các số lẻ trong đoạn [x, y], hoặc [y, x].

Input:

- a, b trên cùng một dòng, cách nhau dấu cách.

- x, y trên cùng một dòng, cách nhau dấu cách.

Ví dụ:

5 12

30 -8

Output:

Dòng 1: Trung bình cộng các số chẵn tìm được hoặc "NO" nếu không tính được.

Dòng 1: Trung bình cộng các số lẻ tìm được hoặc "NO" nếu không tính được.

Ví dụ:

30.00

NO

Constrains:

+ các biến a, b, x, y kiểu nguyên.

+ trung bình cộng có độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 1  88 88 | 5.00  NO |

Answer:

a, b = [int(num\_ab) for num\_ab in input().split()]

x, y = [int(num\_xy) for num\_xy in input().split()]

if x > y:

z = x

x = y

y = z

if a > b:

c = a

a = b

b = c

tong\_ab = 0

count\_ab = 0

for num\_ab in range(a, b+1):

if num\_ab %2 == 0:

tong\_ab += num\_ab

count\_ab += 1

if count\_ab == 0:

print('NO')

else:

tbc\_ab = tong\_ab / count\_ab

print('{:.2f}'.format(tbc\_ab))

tong\_xy = 0

count\_xy = 0

for num\_xy in range(x, y+1):

if num\_xy %2 != 0:

tong\_xy += num\_xy

count\_xy += 1

if count\_xy == 0:

print('NO')

else:

tbc\_xy = tong\_xy / count\_xy

print('{:.2f}'.format(tbc\_xy))

Cho n khối hộp chữ nhật, hãy tìm khối hộp có thể tích lớn nhất.

* Đầu vào:
  + Dòng đầu tiên là số n
  + n dòng tiếp theo chứa thông tin của n khối hộp chữ nhật, mỗi dòng gồm ba số cách nhau bởi dấu cách là các số đo chiều dài, chiều rộng, và chiều cao của khối hộp.
* Đầu ra: bốn số cách nhau bởi dấu cách là số đo chiều dài, chiều rộng, chiều cao, và thể tích của khối hộp chữ nhật có thể tích lớn nhất. Kết quả hiển thị với độ chính xác 1 chữ số sau dấu phẩy.
* Ràng buộc:
  + n là số nguyên dương.
  + Số đo các chiều của một khối hộp là số thực dương.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 3  2.0 6.4 5.0  2.6 3.2 8.0  3.1 1.1 6.0 | 2.6 3.2 8.0 66.6 |

Answer:

n = int(input())

hcns = []

for i in range(n):

hinh\_chu\_nhat = [float(x) for x in input().split()]

hcns.append(hinh\_chu\_nhat)

biggest\_hcn = max(

hcns, key=lambda hcn: hcn[0]\*hcn[1]\*hcn[2])

dai, rong, cao = biggest\_hcn

print('{0:.1f} {1:.1f} {2:.1f} {3:.1f}'.format(dai, rong, cao, dai\*rong\*cao))

Viết chương trình giải phương trình bậc 2 ax2+bx+c =0. Với hệ số a, b, c được nhập từ bàn phím.

Yêu cầu: Xét tất cả các trường hợp.

Input:

a, b, c là các số thực được nhập từ bàn phím

Output:

+ Nếu vô nghiệm ghi VN

+ Nếu vô số nghiệm ghi VSN

+ Nếu có 1 nghiệm ghi giá trị nghiệm với độ chính xác 3 chữ số thập phân

+ Nếu có 2 nghiệm ghi giá trị nghiệm với độ chính xác 3 chữ số thập phân, các nghiệm cách nhau dấu cách. Nghiệm nhỏ hơn đứng trước.

Ví dụ:

Input: 3 5 -8

Output:

-2.670 1.000

Constrains:

a, b, c là các số thực

**For example:**

| **Input** | **Result** |
| --- | --- |
| -20.000 -1.000 4.000 | -0.473 0.423 |

Answer:

from math import sqrt

a, b, c = [float(x) for x in input().split()]

def ptb1(a, b):

if a == 0:

if b == 0:

print('VSN')

else:

print('VN')

else:

result = -b/a

print('{:.3f}'.format(result))

def ptb2(a, b, c):

delta = b\*\*2 - 4\*a\*c

if delta < 0:

print("VN")

elif delta == 0:

result = -b / (2\*a)

print('{0:.3f}'.format(result))

else:

result = []

result.append((-b + sqrt(delta)) / (2\*a))

result.append((-b - sqrt(delta)) / (2\*a))

result = sorted(result)

print('{0:.3f} {1:.3f}'.format(result[0], result[1]))

if a == 0:

ptb1(b, c)

else:

ptb2(a, b, c)

Viết chương trình nhập vào 2 số thực, tính tích và in kết quả ra màn hình.

Input: Hai số thực cách nhau dấu cách. Ví dụ 4.00 5.00

Output: In ra thông báo: Tich cua X \* Y = Z //X, Y là 2 số ở input, Z là tích của X, Y

Constrains: Các giá trị kiểu số thực, độ chính xác 2 chữ số thập phân

**For example:**

| **Input** | **Result** |
| --- | --- |
| 1 6 | Tich cua 1.00 \* 6.00 = 6.00 |

Answer:

x, y = [float(n) for n in input().split()]

z= x\*y

print("Tich cua {:.2f} \* {:.2f} = {:.2f}".format(x,y,x\*y))

Số nguyên a là một số chính phương nếu tồn tại số nguyên b sao cho b\*b = a. Hãy viết chương trình kiểm tra xem một số có phải số chính phương hay không?

* Đầu vào: số a
* Đầu ra: true nếu a là số chính phương, false nếu a không phải số chính phương
* Ràng buộc: a là số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 | true |
| 7 | false |

Answer:

n = int(input())

check = False

for i in range(1, n + 1 ):

if (i\*\*2 == n):

check = True

break

if (check == True):

print("true")

else:

print("false")

Một câu được gọi là đối xứng nếu sau khi loại bỏ các dấu cách và các kí tự đặc biệt (chỉ giữ lại chữ thường, chữ hoa và chữ số), rồi chuyển các chữ cái thành chữ thường thì viết theo thứ tự ngược lại vẫn được câu đó. Ví dụ các câu sau được gọi là các câu đối xứng:

* Stressed desserts!
* Now I see bees, I won.

Hãy viết chương trình kiểm tra xem một câu có phải là câu đối xứng hay không?

* Đầu vào: câu s nằm trên một dòng
* Đầu ra: 'true' nếu s là câu đối xứng, 'false' nếu ngược lại.

**For example:**

| **Input** | **Result** |
| --- | --- |
| Now I see bees, I won. | true |
| I tried my best to pass the exam! | false |

Answer:

def ktdx(input\_string: str):

return input\_string == input\_string[::-1]

def normalize(input\_string: str):

result = input\_string.replace(' ', '')

result = ''.join(letter for letter in result if letter.isalnum())

result = result.lower()

return result

input\_string = input()

print('true' if ktdx(normalize(input\_string)) else 'false')

Trong mật mã học, Caesar là hệ mã cổ điển được đặt theo tên của một vĩ nhân trong lịch sử La Mã - Gaius Julius Caesar. Hệ mã này sử dụng một số tự nhiên **k** làm khoá để mã hoá hoặc giải mã văn bản. Việc mã hoá hay giải mã được thực hiện bằng cách dịch chuyển vị trí các kí tự trong bảng chữ cái đi **k** vị trí. Ví dụ với bảng chữ cái **A gồm** 10 kí tự {'a', 'n', 'o', 'b', ' ', 't', 'i', 'm', 'e', 'd'}**,** và khoá **k** = 2:

* Việc mã hoá được thực hiện bằng cách dịch các chữ cái sang phải 2 vị trí. Kí tự n được mã hoá thành b, e được mã hoá thành a. Như vậy bản rõ '**no time to die**' sẽ được mã hoá thành '**b imedaim inea**'.
* Việc giải mã được thực hiện bằng cách dịch các chữ cái sang trái 2 vị trí. Kí tự b được giải mã thành n, a được giải mã thành e. Như vậy bản mã '**b imedaim inea**' sẽ được giải mã thành '**no time to die**'.

Hãy viết chương trình mã hoá và giải mã sử dụng hệ Caesar theo mô tả trên.

* Đầu vào:
  + Bảng chữ cái **A** gồm **n** kí tự viết liền nhau
  + Khoá **k**
  + Một xâu kí tự **s**
  + Một số nhị phân thể hiện yêu cầu cần thực hiện trên xâu **s**, với 0 là mã hoá, 1 là giải mã.
* Đầu ra: xâu kết quả của việc mã hoá / giải mã.
* Ràng buộc: 0 < **k** ≤≤ **n**

**For example:**

| **Input** | **Result** |
| --- | --- |
| anob timed  2  no time to die  0 | b imedaim inea |
| anob timed  2  b imedaim inea  1 | no time to die |

Answer:

bang\_chu\_cai = [chu\_cai for chu\_cai in input()]

khoa = int(input())

xau\_ky\_tu = input()

yeu\_cau = int(input())

def ma\_hoa(xau: str, bang\_chu\_cai: list, khoa: int):

cac\_chu\_cai = [chu\_cai for chu\_cai in xau]

xau\_ma\_hoa = []

for chu\_cai in cac\_chu\_cai:

xau\_ma\_hoa.append(

bang\_chu\_cai[(bang\_chu\_cai.index(chu\_cai) + khoa) % len(bang\_chu\_cai)]

)

return xau\_ma\_hoa

def giai\_ma(xau: str, bang\_chu\_cai: list, khoa: int):

cac\_chu\_cai = [chu\_cai for chu\_cai in xau]

xau\_giai\_ma = []

for chu\_cai in cac\_chu\_cai:

xau\_giai\_ma.append(

bang\_chu\_cai[(bang\_chu\_cai.index(chu\_cai) - khoa) % len(bang\_chu\_cai)]

)

return xau\_giai\_ma

if yeu\_cau == 0:

print("".join(ma\_hoa(xau\_ky\_tu, bang\_chu\_cai, khoa)))

else:

print("".join(giai\_ma(xau\_ky\_tu, bang\_chu\_cai, khoa)))

Cho một ma trận, hãy sắp xếp các phần tử trong từng hàng theo thứ tự tăng, giảm xen kẽ theo thứ tự từ trái qua phải. Ví dụ, nếu hàng thứ nhất sắp xếp theo chiều tăng dần thì hàng thứ hai sắp xếp theo chiều giảm dần.

* Đầu vào:
  + Dòng đầu tiên là hai số m, n đại diện cho số hàng và số cột của ma trận, cách nhau bởi dấu cách
  + m dòng tiếp theo, mỗi dòng gồm n số là các phần tử trên một hàng cách nhau bởi dấu cách
  + Dòng cuối cùng là một số nhị phân chỉ ra cách sắp xếp hàng đầu tiên. 0 là giảm dần, 1 là tăng dần.
* Đầu ra: ma trận đã sắp xếp, in ra trên m dòng, mỗi dòng gồm n phần tử cách nhau bởi dấu cách.
* Ràng buộc: các phần tử trong mảng là số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 3 4  3 1 2 3  4 6 4 5  1 3 2 1  1 | 1 2 3 3  6 5 4 4  1 1 2 3 |
| 4 3  3 2 4  5 6 3  6 3 4  1 1 1  0 | 4 3 2  3 5 6  6 4 3  1 1 1 |

Answer:

m, n = [int(x) for x in input().split()]

mang = []

for i in range(m):

mang.append([int(x) for x in input().split()])

afl = bool(int(input()))

for i, line in enumerate(mang):

if i % 2 == 0:

print(" ".join([str(x) for x in sorted(line, reverse=not afl)]))

else:

print(" ".join([str(x) for x in sorted(line, reverse=afl)]))

Một xâu kí tự được gọi là đối xứng nếu viết theo chiều ngược lại ta vẫn được xâu đó. Cho một xâu kí tự, hãy tìm xâu con đối xứng dài nhất.

* Đầu vào: xâu s
* Đầu ra: xâu con đối xứng dài nhất của s, nếu có nhiều xâu như vậy, hãy in ra xâu xuất hiện đầu tiên theo thứ tự từ trái sang phải.
* Ràng buộc: xâu s có ít nhất một kí tự

**For example:**

| **Input** | **Result** |
| --- | --- |
| shissi white | issi |
| easy | e |

Answer:

def kt\_xaunguoc(input\_string: str):

return input\_string == input\_string[::-1]

def tim\_xau\_dx\_dainhat(input\_string: str):

xau\_dx\_dainhat = ''

for i in range(len(input\_string)):

for j in range(i, len(input\_string)):

if kt\_xaunguoc(input\_string[i:j+1]) and (len(input\_string[i:j+1]) > len(xau\_dx\_dainhat)):

xau\_dx\_dainhat = input\_string[i:j+1]

return xau\_dx\_dainhat

input\_string = input()

print(tim\_xau\_dx\_dainhat(input\_string))

Bạn hãy xây dựng các lớp cần thiết để có thể:

Viết chương trình nhập vào một danh sách gồm n nhân viên. Tìm nhân viên có hệ số lương thấp nhất. Nếu có nhiều nhân viên có hệ số lương thấp nhất bằng nhau thì kết quả là nhân viên đầu tiên trong danh sách. Biết thông tin của một nhân viên gồm: tên, mã nv, hệ số lương, phụ cấp

Input:

+ Dòng thứ nhất nhập vào n là số nhân viên

+ Dòng tiếp theo nhập vào thông tin của các nhân viên theo thứ tự mã, tên, hệ số lương, phụ cấp.

Output:

+ Dòng thứ nhất in ra thông báo "Nhan vien co he so luong thap nhat"

+ Dòng thứ hai in ra thông tin của nhân viên tìm được. Các thông tin cách nhau dấu cách, thứ tự mã, tên, hệ số lương, phụ cấp.

Lương tháng được tính bằng hệ số lương \* 2000000 + phụ cấp.

Constrains: 0<=n<=200, mã nhân viên, phụ cấp là các số nguyên dương, tên nhân viên không chứa dấu cách, các thông tin còn lại là số thực có độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 4  78 Anh 2.34 1000000  5 Vinh 3.30 500000  61 Nhung 2.67 700000  27 Trang 2.34 250000 | Nhan vien co he so luong thap nhat  78 Anh 2.34 1000000 |

Answer:

class NhanVien:

def \_\_init\_\_(self, ma, ten, hsl, pc) -> None:

self.ma = int(ma)

self.ten = ten

self.hsl = float(hsl)

self.pc = int(pc)

def in\_thong\_tin(self):

print("{} {} {:.2f} {}".format(self.ma, self.ten, self.hsl, self.pc))

n = int(input())

cac\_nhan\_vien = []

for i in range(n):

cac\_nhan\_vien.append(NhanVien(\*input().split()))

print("Nhan vien co he so luong thap nhat")

min(cac\_nhan\_vien, key=lambda nhan\_vien: nhan\_vien.hsl).in\_thong\_tin()

Một số được gọi là số mạnh mẽ nếu nó chia hết cho một số nguyên tố và chia hết cho bình phương của một số nguyên tố. Ví dụ, 6363 là số mạnh mẽ vì nó chia hết cho 77 và 3232. Hãy viết chương trình kiểm tra xem một số có phải số mạnh mẽ hay không?

* Đầu vào: một số a
* Đầu ra: true nếu a là số mạnh mẽ, false nếu ngược lại
* Ràng buộc: a là số tự nhiên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 63 | true |
| 10 | false |

Answer:

a = int(input())

def kiem\_tra\_nguyen\_to(a):

if a <= 1:

return False

for i in range(2, int(a / 2)):

if a % i == 0:

return False

return True

def tim\_cac\_so\_nguyen\_to(a):

return [x for x in range(a + 1) if kiem\_tra\_nguyen\_to(x)]

def kiem\_tra(a):

cac\_so\_nguyen\_to = tim\_cac\_so\_nguyen\_to(a)

for x in cac\_so\_nguyen\_to:

if a % x == 0:

break

else:

return False

for x in cac\_so\_nguyen\_to:

if a % (x \*\* 2) == 0:

break

else:

return False

return True

if kiem\_tra(a):

print("true")

else:

print("false")

Viết chương trình nhập và in ra ma trận gồm n hàng, m cột các số thực.

Input: Dòng thứ nhất nhập vào n và m là số hàng và số cột của ma trận.

Dòng tiếp theo nhập vào các phần tử của ma trận gồm n hàng, m cột

Output:

Dòng thứ nhất in ra thông báo "Ma tran ban vua nhap"

Dòng thứ hai in ra số hàng và số cột cách nhau dấu cách

Các dòng tiếp theo in ra các phần tử của ma trận cách nhau dấu cách.

Constranins: 1<=n, m<=200, các phần tử trong ma trận là các số thực, có độ chính xác 2 chữ số thập phân.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 18  13.20 14.40 2.50 10.00 21.00 18.00 21.00 19.00 2.00 1.00 4.00 20.00 20.00 10.00 19.00 14.00 7.00 19.00  15.00 19.00 8.00 0.00 21.00 5.00 17.00 5.00 13.00 5.00 18.00 15.00 4.00 9.00 12.00 23.00 20.00 24.00  24.00 5.00 22.00 18.00 7.00 0.00 17.00 12.00 23.00 15.00 19.00 13.00 21.00 13.00 17.00 3.00 8.00 24.00  1.00 8.00 0.00 6.00 9.00 20.00 18.00 16.00 23.00 23.00 12.00 10.00 6.00 5.00 22.00 21.00 6.00 1.00  21.00 24.00 8.00 19.00 20.00 15.00 18.00 17.00 8.00 1.00 6.00 3.00 5.00 7.00 11.00 24.00 19.00 13.00  6.00 2.00 2.00 4.00 22.00 3.00 5.00 14.00 14.00 22.00 16.00 18.00 1.00 12.00 7.00 9.00 20.00 24.00 | Ma tran ban vua nhap  6 18  13.20 14.40 2.50 10.00 21.00 18.00 21.00 19.00 2.00 1.00 4.00 20.00 20.00 10.00 19.00 14.00 7.00 19.00  15.00 19.00 8.00 0.00 21.00 5.00 17.00 5.00 13.00 5.00 18.00 15.00 4.00 9.00 12.00 23.00 20.00 24.00  24.00 5.00 22.00 18.00 7.00 0.00 17.00 12.00 23.00 15.00 19.00 13.00 21.00 13.00 17.00 3.00 8.00 24.00  1.00 8.00 0.00 6.00 9.00 20.00 18.00 16.00 23.00 23.00 12.00 10.00 6.00 5.00 22.00 21.00 6.00 1.00  21.00 24.00 8.00 19.00 20.00 15.00 18.00 17.00 8.00 1.00 6.00 3.00 5.00 7.00 11.00 24.00 19.00 13.00  6.00 2.00 2.00 4.00 22.00 3.00 5.00 14.00 14.00 22.00 16.00 18.00 1.00 12.00 7.00 9.00 20.00 24.00 |

Answer:

m, n = [int(x) for x in input().split()]

ma\_tran = []

for i in range(m):

ma\_tran.append([float(x) for x in input().split()])

print("Ma tran ban vua nhap")

print(m, n)

for mang in ma\_tran:

print(" ".join("{:.2f}".format(x) for x in mang))

Viết chương trình nhập vào một ma trận gồm n hàng, m cột các số nguyên. Sắp xếp từng hàng của ma trận tăng dần. In kết quả ra màn hình.

Input:

- Dòng thứ nhất nhập vào n và m

- Dòng tiếp theo nhập vào các phần tử của ma trận

Output:

- Dòng thứ nhất in ra n và m cách nhau dấu cách

- Dòng tiếp theo in ra ma trận kết quả

Constrains: 1<=n, m<=100, các phần tử trong ma trận là số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 6  17 23 9 3 0 9  12 2 21 12 23 7  12 2 2 13 7 6  7 24 22 12 11 20  4 5 7 24 2 11  15 23 20 22 20 24 | 6 6  0 3 9 9 17 23  2 7 12 12 21 23  2 2 6 7 12 13  7 11 12 20 22 24  2 4 5 7 11 24  15 20 20 22 23 24 |

Answer:

m, n = [int(x) for x in input().split()]

ma\_tran = []

for i in range(m):

ma\_tran.append([int(x) for x in input().split()])

print(m, n)

for mang in ma\_tran:

mang = sorted(mang)

print(" ".join(str(x) for x in mang))

Bạn hãy xây dựng các lớp cần thiết và thực hiện công việc sau.

Công ty Điện lực HP quản lý danh sách n khách hàng với các thông tin: mã khách hàng, tên khách hàng, chỉ số đầu kỳ, chỉ số cuối kỳ. Viết chương trình nhập vào một danh sách gồm n khách hàng. In thông tin khách hàng phải trả nhiều tiền nhất. Nếu có nhiều khách hàng phải trả nhiều tiền nhất thì in ra khách hàng có số thứ tự đầu tiên tìm thấy.

Input:

+ Dòng thứ nhất nhập vào n là số khách hàng

+ Dòng tiếp theo nhập vào thông tin của các khách hàng theo thứ tự tên, mã số khách hàng, chỉ số đầu kỳ, chỉ số cuối kỳ.

Output:

+ Dòng thứ nhất in ra thông báo: "Khach hang phai tra tien nhieu nhat: X". Với X là số thứ tự của khách hàng tìm được.

+ Dòng tiếp theo in ra thông tin của khách hàng tìm được. Các thông tin cách nhau dấu cách (thứ tự: mã khách hàng, tên, chỉ số đầu kỳ, chỉ số cuối kỳ, lượng điện tiêu thụ, số tiền phải trả.

+ Lượng điện tiêu thụ = chỉ số cuối kỳ - chỉ số đầu kỳ.

+ Số tiền phải trả được tính như sau:

- 100 số (kW) đầu tiên đơn giá là 1000 đồng.

- 100 số (kW) tiếp theo đơn giá là 1500 đồng.

- Từ 201số (kW) trở lên thì đơn giá là 2000 đồng.

Constrains: 1<=n<=200, tên thí sinh không chứa dấu cách, các thông tin còn lại là số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 3  Yen 919 55 363  Trang 99 10 643  Thu 5 72 82 | Khach hang phai tra tien nhieu nhat: 1  99 Trang 10 643 633 1116000 |

Answer:

class KhachHang:

def \_\_init\_\_(self, ten\_khach\_hang, ma\_khach\_hang, so\_dau\_ky, so\_cuoi\_ky) -> None:

self.ten\_khach\_hang = ten\_khach\_hang

self.ma\_khach\_hang = ma\_khach\_hang

self.so\_dau\_ky = int(so\_dau\_ky)

self.so\_cuoi\_ky = int(so\_cuoi\_ky)

self.luong\_dien\_tieu\_thu = self.so\_cuoi\_ky - self.so\_dau\_ky

def \_\_gioi\_han\_\_(self, gia\_tri, max\_gia\_tri):

if gia\_tri < max\_gia\_tri:

return gia\_tri

return max\_gia\_tri

def tinh\_tien(self):

so\_dien\_1 = self.\_\_gioi\_han\_\_(self.luong\_dien\_tieu\_thu, 100)

so\_dien\_2 = self.\_\_gioi\_han\_\_(

self.luong\_dien\_tieu\_thu, 200) - so\_dien\_1

so\_dien\_3 = self.luong\_dien\_tieu\_thu - so\_dien\_2 - so\_dien\_1

tong\_gia = so\_dien\_1 \* 1000 + so\_dien\_2 \* 1500 + so\_dien\_3 \* 2000

return tong\_gia

n = int(input())

cac\_khach\_hang = []

for i in range(n):

cac\_khach\_hang.append(KhachHang(\*input().split()))

khach\_hang\_max = max(

cac\_khach\_hang, key=lambda khach\_hang: khach\_hang.tinh\_tien())

print('Khach hang phai tra tien nhieu nhat: {}'. format(

cac\_khach\_hang.index(khach\_hang\_max)))

print('{} {} {} {} {} {}'.format(

khach\_hang\_max.ma\_khach\_hang,

khach\_hang\_max.ten\_khach\_hang,

khach\_hang\_max.so\_dau\_ky,

khach\_hang\_max.so\_cuoi\_ky,

khach\_hang\_max.luong\_dien\_tieu\_thu,

khach\_hang\_max.tinh\_tien()))

Viết các hàm nhập vào mảng gồm n số thực, tìm vị trí khóa key trong mảng. Nếu có nhiều hơn một phần bằng key thì lấy vị trí nhỏ nhất. Nếu không có khóa key trong mảng thì hàm trả về giá trị -1.

Sử dụng các hàm ở trên viết chương trình nhập một mảng các số thực. Sau đó nhập vào một số thực X, in ra vị trí của X trong mảng nếu tìm thấy. Ngược lại in ra thông báo " X not found".

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số thực cách nhau dấu cách, độ chính xác 3 chữ số thập phân.

+ Dòng thứ ba nhập vào số thực X.

Output:

+ In ra thông báo "Phan tu X co vi tri y" hoặc "X not found"

Trong đó: X là khóa cần tìm, y là vị trí của X trong mảng.

Constrains: Các phần tử trong mảng là các số thực, độ chính xác 3 chữ số thập phân.

Examples:

+ Input:

5 //N

302.000 744.000 -302.000 744.000 32.000 //Mảng

320.000 //khóa X

+ Output: 320.000 not found

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  302.000 744.000 -302.000 744.000 32.000  32.000 | Phan tu 32.000 co vi tri 4 |

Answer:

def nhap():

n = int(input())

mang = [float(x) for x in input().split()]

key = float(input())

return n, mang, key

def vi\_tri\_key(mang: list, key: float):

for i in range(len(mang)):

if mang[i] == key:

return i

return -1

n, mang, key = nhap()

i = vi\_tri\_key(mang, key)

if i != -1:

print("Phan tu {0:.3f} co vi tri {1}".format(key, i))

else:

print("{:.3f} not found".format(key))

Dãy số tăng là dãy số mà trong đó mọi số đứng sau đều lớn hơn số đứng trước.

Viết hàm kiểm tra một mảng số thực gồm n phàn tử có tăng hay ko? Hàm nhận 2 tham số là mảng a và số phần tử. Hàm trả về 0 nếu dãy a ko tăng, 1 nếu ngược lại.

Viết chương trình (hàm main) nhập mảng **a** gồm **n** số thực và mảng b gồm m số thực. Với **n, m** là các số nguyên dương nhập từ bàn phím.

Kiểm tra phần tử mảng a, b có phải là một dãy số tăng hay không?

**Input Format**

Dữ liệu vào nằm trên 4 dòng:

* Dòng 1: một số nguyên dương chỉ số phần từ mảng a.
* Dòng 2: các phần tử mảng a, số thực, cách nhau bởi dấu cách.
* Dòng 3: một số nguyên dương chỉ số phần từ mảng b.
* Dòng 4: các phần tử mảng b, số thực, cách nhau bởi dấu cách.

**Constraints**

* Mảng nhập vào có ít nhất 1 phần tử và nhiều nhất là 500 phần tử. (1<=n, m<=500)
* Kiểu các phần tử mảng là số thực

**Output Format**

**Hai dòng: thông báo kết quả của mảng a và b tương ứng**

* Nếu dãy số tăng, in ra **TANG**
* Ngược lại, in ra **KHONG\_TANG**

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  2.00 4.50 6.12 8.30 10.99  5  2.00 4.50 6.15 10.95 8.00 | TANG  KHONG\_TANG |

Answer:

n = int(input())

a = [float(x) for x in input().split()]

m = int(input())

b = [float(x) for x in input().split()]

def kiemTra():

dem\_a = 0

dem\_b = 0

for i in range(len(a)-1):

if(a[i] < a[i+1]):

dem\_a = dem\_a + 1

else:

dem\_a = dem\_a - 1

if dem\_a == len(a) - 1:

print("TANG")

else:

print("KHONG\_TANG")

for j in range(len(b)-1):

if(b[j] < b[j+1]):

dem\_b = dem\_b + 1

else:

dem\_b = dem\_b - 1

if dem\_b == len(b) - 1:

print("TANG")

else:

print("KHONG\_TANG")

kiemTra()

Viết chương trình nhập vào một ma trận gồm n hàng, m cột các số nguyên. In ra vị trí của phần tử lớn nhất của từng hàng trong ma trận. Nếu trong hàng có nhiều phần tử lớn nhất thì in ra phần tử có chỉ số cột nhỏ nhất.

**Input:**

- Dòng thứ nhất nhập vào n và m

- Dòng tiếp theo nhập vào các phần tử của ma trận

**Output:** gồm n dòng, mỗi dòng in ra 3 giá trị x y Z cách nhau dấu cách

Trong đó: x là chỉ số hàng, y là chỉ số cột và Z là giá trị của phần tử lớn nhất tìm được.

**Constrains:**1<=n, m<=100, các phần tử trong ma trận là số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 25 5  9 4 9 19 19  16 10 17 12 9  6 9 9 10 14  9 0 8 24 22  1 8 9 0 23  4 13 7 18 6  24 12 23 9 16  0 11 18 1 16  15 22 9 12 16  12 9 13 10 11  1 3 15 6 17  3 4 12 23 11  4 4 20 19 1  16 4 13 14 11  13 4 0 12 11  19 6 8 11 9  16 0 8 12 17  14 22 2 12 9  0 14 1 9 12  19 7 11 16 6  18 12 6 4 17  17 14 13 21 10  24 20 5 1 8  14 15 22 3 6  22 5 4 13 14 | 0 3 19  1 2 17  2 4 14  3 3 24  4 4 23  5 3 18  6 0 24  7 2 18  8 1 22  9 2 13  10 4 17  11 3 23  12 2 20  13 0 16  14 0 13  15 0 19  16 4 17  17 1 22  18 1 14  19 0 19  20 0 18  21 3 21  22 0 24  23 2 22  24 0 22 |

Answer:

m,n = [int(x) for x in input().split()]

mang=[]

for i in range(m):

mang.append([int(x) for x in input().split()])

def vt\_max(ds\_so):

so\_max = max(ds\_so)

for i in range(len(ds\_so)):

if ds\_so[i]==so\_max:

return i

for i in range(m):

vi\_tri\_max = vt\_max(mang[i])

max\_value = mang[i][vi\_tri\_max]

print("{0} {1} {2}".format(i,vi\_tri\_max,max\_value))

Viết chương trình nhập vào một mảng các số nguyên. Sắp xếp mảng đó tăng dần.

Input:

+ Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

+ Dòng thứ hai nhập vào N số nguyên cách nhau dấu cách.

Output:

+ Dòng thứ nhất in ra số phần tử của mảng (N)

+ Dòng thứ hai in ra các phần tử của mảng (đã được sắp xếp tăng dần) cách nhau dấu cách.

Constrains:

+ Các phần tử trong mảng là các số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 11  169 224 228 108 212 214 205 145 77 211 241 | 11  77 108 145 169 205 211 212 214 224 228 241 |

Answer:

n = int(input())

N = [int(x) for x in input().split()]

for i in range(len(N)-1):

for j in range(i+1,len(N)):

if N[i] > N[j]:

temp = N[i]

N[i] = N[j]

N[j] = temp

print(n)

print(" ".join("{}".format(x) for x in N))

Xây dựng các lớp cần thiết để có thể: Viết chương trình nhập vào một danh sách gồm n sinh viên (n<=100). In danh sách đó ra màn hình. Biết thông tin của một sinh viên gồm: tên, mã sv, điểm Toán, điểm Triết, điểm LT C

Input:

+ Dòng thứ nhất nhập vào n là số sinh viên

+ Dòng tiếp theo nhập vào thông tin của các sinh viên theo thứ tự tên, mã, điểm Toán, điểm Triết, điểm LT C.

Output:

+ Dòng thứ nhất in ra thông báo "Danh sach sinh vien"

+ Dòng thứ hai in ra số sinh viên trong danh sách

+ Các dòng tiếp theo, mỗi dòng in ra thông tin của từng sinh viên. Các thông tin cách nhau dấu cách (thứ tự tên, mã, điểm Toán, điểm Triết, điểm LT C), điểm trung bình in ở cuối mỗi dòng.

Constrains: 1<=n<=100, điểm các môn và điểm trung bình có độ chính xác 2 chữ số thập phân, mã sinh viên là các số nguyên dương, tên sinh viên không chứa dấu cách.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 4  Anh 78 10.00 1.00 0.00  Vinh 5 7.00 5.00 8.00  Nhung 61 7.00 3.00 7.00  Trang 27 2.00 7.00 7.00 | Danh sach sinh vien  4  Anh 78 10.00 1.00 0.00 3.67  Vinh 5 7.00 5.00 8.00 6.67  Nhung 61 7.00 3.00 7.00 5.67  Trang 27 2.00 7.00 7.00 5.33 |

Answer:

class SV:

def \_\_init\_\_(self, ten, ma, dToan, dTriet, dLtC) -> None:

self.ten = ten

self.ma = ma

self.dToan = float(dToan)

self.dTriet = float(dTriet)

self.dLtC = float(dLtC)

self.dtb = ((self.dToan + self.dTriet + self.dLtC) / 3)

def xuat(self):

print("{} {} {:.2f} {:.2f} {:.2f} {:.2f}".format(self.ten,self.ma,self.dToan,self.dTriet,self.dLtC, self.dtb))

n = int(input())

cac\_sinh\_vien = []

for i in range(n):

cac\_sinh\_vien.append(SV(\*input().split()))

print("Danh sach sinh vien")

print(n)

for sinh\_vien in cac\_sinh\_vien:

sinh\_vien.xuat()

Viết chương trình nhập vào 2 ma trận X (có n1 hàng, m1 cột) và Y (có n2 hàng, m2 cột) các số nguyên. Tính tổng 2 ma trận đó và in kết quả ra màn hình. Nếu không tính được tổng 2 ma trận thì in ra thông báo "Du lieu vao sai"

Input:

+ Dòng thứ nhất nhập vào n1 và m1 là số hàng và số cột của ma trận X.

+ Dòng tiếp theo nhập vào các phần tử của ma trận X gồm n1 hàng, m1 cột

+ Dòng tiếp theo nhập vào n2 và m2 là số hàng và số cột của ma trận Y.

+ Dòng tiếp theo nhập vào các phần tử của ma trận Y gồm n2 hàng, m2 cột

Output:

+ Nếu tính được tổng:

- Dòng thứ nhất in ra thông báo "Ma tran tong"

- Các dòng tiếp theo in ra các phần tử của ma trận cách nhau dấu cách.

+ Nếu không tính được tổng:

- In ra thông báo "Du lieu vao sai"

Constranins: 1<=n, m<=100, các phần tử trong ma trận là các số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 2 8  9 0 19 24 3 8 12 14  5 20 6 2 11 16 20 17  2 8  2 11 16 4 2 3 17 7  21 16 18 20 22 1 21 13 | Ma tran tong  11 11 35 28 5 11 29 21  26 36 24 22 33 17 41 30 |
| 5 6  10 6 16 1 7 1  12 17 21 10 16 23  12 9 9 4 22 7  23 0 13 23 17 4  9 5 8 0 23 4  6 3  23 6 0  13 16 5  5 17 12  11 2 24  3 2 18  21 23 15 | Du lieu vao sai |

Answer:

m1, n1 = [int(x) for x in input().split()]

ma\_tran\_1 = []

for i in range(m1):

ma\_tran\_1.append([int(x) for x in input().split()])

m2, n2 = [int(x) for x in input().split()]

ma\_tran\_2 = []

for j in range(m2):

ma\_tran\_2.append([int(x) for x in input().split()])

def cong(ma\_tran\_1, ma\_tran\_2):

hang = len(ma\_tran\_1)

cot = len(ma\_tran\_1[0])

result = [[0] \* cot for i in range(hang)]

for i in range(hang):

for j in range(cot):

result[i][j] = ma\_tran\_1[i][j] + ma\_tran\_2[i][j]

return result

if m1 == m2 and n1 == n2:

print("Ma tran tong")

ma\_tran = cong(ma\_tran\_1, ma\_tran\_2)

for i in range(m1):

print(" ".join( str(x) for x in ma\_tran[i]))

else:

print("Du lieu vao sai")

Xây dựng các lớp cần thiết để có thể: Viết chương trình nhập vào danh sách gồm n hình tròn trong mặt phẳng. In thông tin của hình tròn có tâm gần gốc tọa độ nhất ra màn hình. Nếu có nhiều hình tròn thỏa mãn thì kết quả là hình tròn có số thứ tự nhỏ nhất. Biết thông tin của hình tròn gồm mã hình tròn, bán kính, tọa độ tâm (x, y).

Input:

+ Dòng thứ nhất nhập vào số nguyên dương n

+ Dòng tiếp theo nhập vào thông tin của từng hình tròn. Thứ tự nhập vào là mã, bán kính, tâm x, tâm y.

Output:

+ In ra thông tin của hình tròn tìm được. Thứ tự in ra là mã, tọa độ x, tọa độ y, bán kính, diện tích, chu vi. Các thông tin cách nhau dấu cách. Giá trị số thực có độ chính xác 3 chữ số thập phân.

Constrains:

+ 1<=n<=1000

+ bán kính là số thực, tọa độ tâm là các số nguyên

+ Số pi =3.14159

**For example:**

| **Input** | **Result** |
| --- | --- |
| 4  78 19.667 962 464  5 15.333 281 827  61 30.667 995 942  27 12.333 391 604 | 27 391 604 12.333 477.845 77.490 |

Answer:

from math import sqrt

PI = 3.14159

class HinhTron:

def \_\_init\_\_(self, ma, bk, tam\_x, tam\_y) -> None:

self.ma = float(ma)

self.bk = float(bk)

self.tam\_x = int(tam\_x)

self.tam\_y= int(tam\_y)

def dientich(self):

return self.bk \* self.bk \* PI

def chuvi(self):

return self.bk \* 2 \* PI

def khoang\_cach\_toi\_tam(self):

return sqrt((self.tam\_x\*self.tam\_x) + (self.tam\_y\*self.tam\_y))

def hinh\_tron\_gan\_tam\_nhat(cac\_hinh\_tron):

result = cac\_hinh\_tron[0]

for hinh\_tron in cac\_hinh\_tron:

if hinh\_tron.khoang\_cach\_toi\_tam() < result.khoang\_cach\_toi\_tam():

result = hinh\_tron

return result

n = int(input())

cac\_hinh\_tron= []

for i in range(n):

cac\_hinh\_tron.append(HinhTron(\*input().split()))

hinh\_tron\_can\_tim = hinh\_tron\_gan\_tam\_nhat(cac\_hinh\_tron)

print(

"{:.0f} {:.0f} {:.0f} {:.3f} {:.3f} {:.3f}".format(

hinh\_tron\_can\_tim.ma,

hinh\_tron\_can\_tim.tam\_x,

hinh\_tron\_can\_tim.tam\_y,

hinh\_tron\_can\_tim.bk,

hinh\_tron\_can\_tim.dientich(),

hinh\_tron\_can\_tim.chuvi(),

)

)

Giải bất phương trình **ax+b>0**, với **a** và **b** là 2 số nguyên nhập vào.

**Input Format**

Hai số nguyên, **a** và **b**, cách nhau 1 dấu cách.

**Constraints**

Không có.

**Output Format**

* Nếu bpt có vô số nghiệm, in ra **VSN**
* Nếu bpt vô nghiệm, in ra **VN**
* Nếu bpt có nghiệm, in ra nghiệm dạng **x>p** hoặc **x<p**

Trong đó, **p** là một giá trị thực với độ chính xác 2 chữ số sau dấu chấm.

**For example:**

| **Input** | **Result** |
| --- | --- |
| -2 4 | x<2.00 |

Answer:

a, b = [int(x) for x in input().split()]

if a == 0:

if b > 0:

print("VSN")

else:

print("VN")

else:

if a>0:

print("x>{:.2f}".format(-b/a))

else:

print("x<{:.2f}".format(-b/a))

Viết chương trình nhập vào một mảng các số nguyên. Tìm vị trí và giá trị của phần tử chẵn lớn nhất trong mảng. Nếu có nhiều số thỏa mãn thì kết quả là số có số thứ tự nhỏ nhất.

Input: Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

Dòng thứ hai nhập vào mảng gồm N số nguyên cách nhau dấu cách.

Output:

+ In ra thông báo "So chan lon nhat co vi tri X gia tri Y"//X là vị trí, Y là giá trị của phần tử tìm được.

+ Nếu trong mảng không có số chẵn thì thông báo "Khong co so chan trong mang".

Constrains: Các phần tử trong mảng là các số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 13  163 195 75 79 148 148 237 41 175 147 24 122 6 | So chan lon nhat co vi tri 4 gia tri 148 |
| 11  881 2041 1671 2011 465 2483 141 2421 2371 1741 131 | Khong co so chan trong mang |

Answer:

n = int(input())

N = [float(x) for x in input().split()]

def vi\_tri(N):

vt = 0

for i in range(len(N)):

if N[i] % 2 == 0 and N[i] > N[vt]:

vt = i

return vt

return -1

vt = vi\_tri(N)

if vt == -1:

print("Khong co so chan trong mang")

else:

print("So chan lon nhat co vi tri {} gia tri {}",vt,N[vt])

Viết chương trình nhập và in ra ma trận gồm n hàng, m cột các số nguyên.

Input: Dòng thứ nhất nhập vào n và m là số hàng và số cột của ma trận.

Dòng tiếp theo nhập vào các phần tử của ma trận gồm n hàng, m cột

Output:

Dòng thứ nhất in ra thông báo "Ma tran ban dau"

Dòng thứ hai in ra số hàng và số cột cách nhau dấu cách

Các dòng tiếp theo in ra các phần tử của ma trận cách nhau dấu cách.

Constranins: 1<=n, m<=100, các phần tử trong ma trận là các số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 18  13 14 2 10 21 18 21 19 2 1 4 20 20 10 19 14 7 19  15 19 8 0 21 5 17 5 13 5 18 15 4 9 12 23 20 24  24 5 22 18 7 0 17 12 23 15 19 13 21 13 17 3 8 24  1 8 0 6 9 20 18 16 23 23 12 10 6 5 22 21 6 1  21 24 8 19 20 15 18 17 8 1 6 3 5 7 11 24 19 13  6 2 2 4 22 3 5 14 14 22 16 18 1 12 7 9 20 24 | Ma tran ban dau  6 18  13 14 2 10 21 18 21 19 2 1 4 20 20 10 19 14 7 19  15 19 8 0 21 5 17 5 13 5 18 15 4 9 12 23 20 24  24 5 22 18 7 0 17 12 23 15 19 13 21 13 17 3 8 24  1 8 0 6 9 20 18 16 23 23 12 10 6 5 22 21 6 1  21 24 8 19 20 15 18 17 8 1 6 3 5 7 11 24 19 13  6 2 2 4 22 3 5 14 14 22 16 18 1 12 7 9 20 24 |

Answer:

m, n = [int(x) for x in input().split()]

matrix = []

for i in range(m):

matrix.append([int(x) for x in input().split()])

print("Ma tran ban dau")

print(m, n)

for matran in matrix:

print(" ".join(str(x) for x in matran))

Viết hàm nhập vào mảng gồm n số nguyên, hàm in mảng đó ra màn hình.

Viết chương trình nhập và in ra một mảng các số nguyên có sử dụng hàm ở trên.

Input: Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

Dòng thứ hai nhập vào N số nguyên cách nhau dấu cách.

Output:

Dòng thứ nhất in ra thông báo "Mang ban dau"

Dòng thứ 2 in ra số phần tử của mảng (N)

Dòng thứ 3 in ra các phần tử của mảng cách nhau dấu cách.

Constrains: Các phần tử trong mảng là các số nguyên

**For example:**

| **Input** | **Result** |
| --- | --- |
| 12  20 11 -4 11 9 24 -15 9 12 1 13 0 | Mang ban dau  12  20 11 -4 11 9 24 -15 9 12 1 13 0 |

Answer:

n = int(input())

N = [int(x) for x in input().split()]

print("Mang ban dau")

print(n)

print(" ".join(str(x) for x in N))

Viết chương trình nhập vào một ma trận gồm n hàng, m cột các số nguyên. In ra vị trí của phần tử lớn nhất của từng hàng trong ma trận. Nếu trong hàng có nhiều phần tử lớn nhất thì in ra phần tử có chỉ số cột nhỏ nhất.

Input:

- Dòng thứ nhất nhập vào n và m

- Dòng tiếp theo nhập vào các phần tử của ma trận

Output: gồm n dòng, mỗi dòng in ra 3 giá trị x y Z cách nhau dấu cách

Trong đó: x là chỉ số hàng, y là chỉ số cột và Z là giá trị của phần tử lớn nhất tìm được.

Constrains: 1<=n, m<=100, các phần tử trong ma trận là số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6 21  5 0 18 19 12 19 4 7 0 9 20 22 13 11 7 4 0 23 16 19 11  6 17 9 10 2 18 23 4 6 8 7 20 18 13 13 3 5 3 2 17 5  4 20 16 10 5 10 10 16 11 24 12 13 9 3 19 4 23 0 14 14 9  20 23 15 13 17 2 17 1 11 24 12 24 0 5 0 14 8 4 0 11 16  21 23 24 0 10 24 4 4 8 18 22 18 13 15 24 15 17 4 10 10 14  24 11 14 1 9 14 3 13 7 15 22 19 11 21 13 14 1 1 15 21 23 | 0 17 23  1 6 23  2 9 24  3 9 24  4 2 24  5 0 24 |

Answer:

m, n = [int(x) for x in input().split()]

mang = []

for i in range(m):

mang.append([int(x) for x in input().split()])

def vt\_max(ds\_so):

so\_max = max(ds\_so)

for i in range(len(ds\_so)):

if ds\_so[i] == so\_max:

return i

for i in range(m):

vi\_tri\_max = vt\_max(mang[i])

value\_max = mang[i][vi\_tri\_max]

print("{0} {1} {2}".format(i, vi\_tri\_max, value\_max))

Nhập vào một số nguyên n. Kiểm tra xem số đó có là số hoàn hảo không. Biết số hoàn hảo là một số nguyên dương mà tổng các ước nguyên dương chính thức của nó (số nguyên dương bị nó chia hết ngoại trừ nó) bằng chính nó. Ví dụ số 6 là số hoàn hảo vì 6=1+2+3.

Input: Số nguyên n kiểu int được nhập từ bàn phím. Ví dụ: -30

Output: In ra thông báo "n la so hoan hao" hoặc "n khong la so hoan hao".

Ví dụ: "6 la so hoan hao"

Contrain: n kiểu int

**For example:**

| **Input** | **Result** |
| --- | --- |
| 2005 | 2005 khong la so hoan hao |

Answer:

n = int(input())

sum = 0

for i in range(1,int(n/2)+1):

if(n%i==0):

sum = sum + i

if sum == n:

print("{} la so hoan hao".format(n))

else:

print("{} khong la so hoan hao".format(n))

Viết hàm kiểm tra một ma trận vuông có đối xứng qua đường chéo chính không.

Viết chương trình nhập vào hai ma trận vuông cấp N1, N2. Kiểm tra xem các ma trận có đối xứng qua đường chéo chính ko. In kết quả ra màn hình.

Input:

- Dòng thứ nhất nhập vào N1 (kích thước của ma trận thứ nhất)

- Các dòng tiếp theo nhập vào các phần tử của ma trận thứ nhất.

- Dòng tiếp theo nhập vào N2 (kích thước của ma trận thứ nhất)

- Các dòng tiếp theo nhập vào các phần tử của ma trận thứ hai.

Output:

- Dòng thứ nhất in ra thông báo "Ma tran 1: Co/Khong doi xung"

- Dòng thứ nhất in ra thông báo "Ma tran 2: Co/Khong doi xung"

Constrains: 1<=N, N2<=100, các phần tử trong ma trận là số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 6  5 0 5 11 35 61  28 31 12 9 35 5  16 57 5 55 23 34  4 33 27 14 54 61  12 0 34 61 6 23  5 50 50 51 11 34  3  5 0 7  0 11 2  7 2 6 | Ma tran 1: Khong doi xung  Ma tran 2: Co doi xung |

Answer:

n1 = int(input())

ma\_tran\_1 = []

for i in range(n1):

ma\_tran\_1.append([int(x) for x in input().split()])

n2 = int(input())

ma\_tran\_2 = []

for i in range(n2):

ma\_tran\_2.append([int(x) for x in input().split()])

def kiem\_tra\_doi\_xung(ma\_tran) -> bool:

for i in range(len(ma\_tran)):

for j in range(i+1):

if ma\_tran[j][i] == ma\_tran[i][j]:

continue

else:

return False

return True

print("Ma tran 1: {} doi xung".format(

"Co" if kiem\_tra\_doi\_xung(ma\_tran\_1) else "Khong"))

print("Ma tran 2: {} doi xung".format(

"Co" if kiem\_tra\_doi\_xung(ma\_tran\_2) else "Khong"))

Hai số a và b gọi là một cặp số thân thiết khi tổng các ước của số này (không tính nó) bằng số kia. Ví dụ, 220 và 284 là một cặp số thân thiết, do tổng các ước của 220

1+2+4+5+10+11+20+22+44+55+110=284,1+2+4+5+10+11+20+22+44+55+110=284,

và tổng các ước của 284

1+2+4+71+142=220.1+2+4+71+142=220.

Hãy viết chương trình kiểm tra xem hai số có phải là cặp số thân thiết hay không?

* Đầu vào: Hai số a b cách nhau bởi dấu cách
* Đầu ra: 'true' nếu a và b là một cặp số thân thiết, 'false' nếu ngược lại.
* Ràng buộc: a, b là hai số nguyên dương

**For example:**

| **Input** | **Result** |
| --- | --- |
| 220 284 | true |
| 25 19 | false |

Answer:

a, b = [int(x) for x in input().split()]

def tinh\_tong\_uoc(a):

cac\_uoc = [x for x in range(1, int(a/2) + 1) if a % x == 0]

return sum(cac\_uoc)

tong\_uoc\_a = tinh\_tong\_uoc(a)

tong\_uoc\_b = tinh\_tong\_uoc(b)

if tong\_uoc\_a == b and tong\_uoc\_b == a:

print('true')

else:

print('false')

Phần tử đặc biệt trong một ma trận là phần tử xuất hiện trên tất cả các hàng và tất cả các cột. Hãy viết chương trình tìm các phần tử đặc biệt trong một ma trận.

* Đầu vào:
  + Dòng đầu tiên gồm hai số n, m cách nhau bởi dấu cách là số hàng và số cột của ma trận
  + n dòng tiếp theo, mỗi dòng chứa m số là các phần tử trong một hàng, cách nhau bởi dấu cách
* Đầu ra: các phần tử đặc biệt tìm được, cách nhau bởi dấu cách
* Ràng buộc: n, m là các số nguyên dương.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 3 4  0 1 2 3  1 2 4 1  2 6 1 2 | 1 2 |

Answer:

n, m = [int(x) for x in input().split()]

mang\_2\_chieu = []

for i in range(n):

mang\_2\_chieu.append([int(x) for x in input().split()])

def cac\_pt\_trong\_cac\_hang(mang\_2\_chieu):

cac\_set\_pt = []

for i in range(n):

set\_pt = set()

for j in range(m):

set\_pt.add(mang\_2\_chieu[i][j])

cac\_set\_pt.append(set\_pt)

return cac\_set\_pt

def cac\_pt\_trong\_cac\_cot(mang\_2\_chieu):

cac\_set\_pt = []

for i in range(m):

set\_pt = set()

for j in range(n):

set\_pt.add(mang\_2\_chieu[j][i])

cac\_set\_pt.append(set\_pt)

return cac\_set\_pt

def tim\_pt\_chung(cac\_set\_pt):

ket\_qua = cac\_set\_pt[0]

for i in range(1, len(cac\_set\_pt) - 1):

ket\_qua = ket\_qua & cac\_set\_pt[i]

return ket\_qua

pt\_db\_hang = tim\_pt\_chung(cac\_pt\_trong\_cac\_hang(mang\_2\_chieu))

pt\_db\_cot = tim\_pt\_chung(cac\_pt\_trong\_cac\_cot(mang\_2\_chieu))

pt\_db = pt\_db\_hang & pt\_db\_cot

print(' '.join([str(x) for x in pt\_db]))

Viết chương trình nhập vào một mảng các số nguyên. Liệt kê các phần tử lớn hơn hoặc bằng trung bình cộng của các phần tử trong mảng.

Input: Dòng thứ nhất nhập vào số nguyên N, 1 <= N <= 1000

Dòng thứ hai nhập vào mảng gồm N số nguyên cách nhau dấu cách.

Output:

+ Dòng thứ nhất in ra các phần tử tìm được, cách nhau dấu cách.

+ Dòng thứ hai in ra thông báo "So phan tu thoa man: X". Trong đó, X là số lượng các phần tử tìm được theo yêu cầu bài toán.

Constrains: Các phần tử trong mảng là các số nguyên.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 32  24 14 1 3 5 19 23 17 15 8 0 22 4 2 4 10 20 11 13 4 10 4 24 6 7 10 19 15 21 1 3 16 | 24 14 19 23 17 15 22 20 13 24 19 15 21 16  So phan tu thoa man: 14 |

Answer:

n = int(input())

mang = [int(x) for x in input().split()]

tbc = sum(mang)/len(mang)

count = 0

for so in mang:

if so >= tbc:

count += 1

print(so, end=' ')

print()

print('So phan tu thoa man: {}'.format(count))

Nhập vào 6 điểm (x1, y1), (x2, y2), (x3, y3), (x4, y4), (x5, y5), (x6, y6). Với xi, yi là các số thực. Hãy kiểm tra 3 điểm (x1, y1), (x2, y2), (x3, y3) và 3 điểm (x4, y4), (x5, y5), (x6, y6) có thẳng hàng hay không?

Input:

Dòng 1: x1 y1 x2 y2 x3 y3 cách nhau dấu cách

Dòng 1: x4 y4 x5 y5 x6 y6 cách nhau dấu cách

Output:

Nếu 3 điểm thẳng hàng thì in ra chữ YES; ngược lại in ra chữ NO

Constraints:

xi, yi kiểu float

**For example:**

| **Input** | **Result** |
| --- | --- |
| 219.000000 892.000000  -664.000000 244.000000  -781.000000 194.000000  585.000000 298.000000  585.000000 298.000000  585.000000 298.000000 | NO YES |

Answer:

class toado():

def \_\_init\_\_(self):

self.x=0

self.y=0

def nhap(self):

self.x,self.y=map(float,input().split())

def ktra(a,b,c):

if (c.y-a.y)\*(b.x-a.x)==(b.y-a.y)\*(c.x-a.x):

print("YES",end=" ")

else:

print("NO",end=" ")

A=toado()

A.nhap()

B=toado()

B.nhap()

C=toado()

C.nhap()

D=toado()

D.nhap()

E=toado()

E.nhap()

F=toado()

F.nhap()

ktra(A,B,C)

ktra(D,E,F)

Viết chương trình nhập vào 2 số nguyên a, b. In ra các số nguyên tố trong đoạn [a, b] hoặc [b, a]. Nếu trong đoạn này không có số nguyên tố thì in ra thông báo "Khong co". Biết số nguyên tố là số nguyên dương >=2 và chỉ chia hết cho 1 và chính nó.

Input: a, b là số nguyên cách nhau dấu cách.

Output: các số nguyên tố tìm được viết trên một dòng, cách nhau dấu cách. Hoặc thông báo "Khong co".

Constrains: các số kiểu int

Ví dụ 1:

+ Input

a= -30, b=-9

+ Output

Khong co

Ví dụ 2:

+ Input

a= 0, b=9

+ Output

2 3 5 7

Ví dụ 2:

+ Input

a= 9, b=0

+ Output

7 5 3 2

**For example:**

| **Input** | **Result** |
| --- | --- |
| -9 -33 | Khong co |
| 28 18 | 23 19 |

Answer:

def nguyento(a):

count=0

for i in range(2,a):

if a%i==0:

count+=1

if count==0:

return 0

else:

return 1

a,b=map(int,input().split())

if a<b:

nt=[]

for i in range(a,b+1):

if i>=2:

if nguyento(i)==0:

nt.append(i)

if len(nt)==0:

print("Khong co")

else:

for i in nt:

print("%d"%i,end=" ")

if a>b:

nt=[]

for i in range(b,a+1):

if i>=2:

if nguyento(i)==0:

nt.append(i)

if len(nt)==0:

print("Khong co")

else:

nt.reverse()

for i in nt:

print("%d"%i,end=" ")

Viết chương trình tính tổng 1 dãy các số nguyên.

Biết rằng số nguyên đầu tiên nhập vào là số lượng các giá trị, còn lại được nhập vào.

Chương trình cần đọc vào 1 giá trị tương ứng với mỗi lệnh scanf.

Dữ liệu nhập vào có thể là

5 100 200 300 400 500

trong đó 5 cho biết là có 5 số sau nó cần được tính tổng.

Dữ liệu in ra phải là:

1500

// Gợi ý giải thuật không dùng kiểu dl mảng

Nhập( n );

sum = 0;

Lặp lại n lần {

Nhập( x );

sum += x;

}

In( sum );

**Input Format**

* Số nguyên đầu tiên chỉ số lượng số cần tính tổng.
* Các số nguyên tiếp theo là các số cần được tính tổng.
* Hai số cách nhau 1 kí tự trắng.

**Constraints**

* Số lượng số cần tính tổng lớn hơn hoặc bằng 0.
* Số lượng các số nhập vào phải bằng số đầu tiên.

**Output Format**

* Số nguyên chỉ tổng các số.

**For example:**

| **Test** | **Input** | **Result** |
| --- | --- | --- |
| 5-so | 5 100 200 300 400 500 | 1500 |

Answer:

a=[]

a=list(map(int,input().split()))

S=0

for i in range(1,a[0]+1):

S+=a[i]

print(S)

Viết chương trình nhập vào số nguyên n.  Tính tổng sau

![tải xuống.png](data:image/png;base64,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)

Input:

n  là số nguyên.

Ví dụ: 5 hoặc -8

Output:

Tổng S(n) như trên với độ chính xác 2 chữ số. Hoặc thông báo "Error." nếu n là số âm.

Constrains:

n kiểu nguyên, s là số thực

**For example:**

| **Input** | **Result** |
| --- | --- |
| 9 | 2.00 |

Answer:

import math

n=int(input())

if n<=0:

print("Error.")

else:

S=0

for i in range(n):

S=math.sqrt(2+S)

print('%.2f'%S)